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Abstract
This paper proposes using an economical model in making the case for software upgrade at organizations in general and at educational institutions in particular. Cost-benefit Analysis (CBA) is a model widely used in economics by various organizations to select among alternatives and to justify making certain investments. Spending money or investing in software upgrade costs may need to be justified in some cases. In these cases, it would be helpful to use a framework such as the CBA to justify and make the case for investing in software upgrade. The paper intends to help with determining the feasibility (or lack of it) of paying for software upgrade by introducing this framework.

The main contribution of this paper lie in the introduction of a framework that can be used by academic institutions when tackling a decision or contemplating the purchase of software upgrades. Such a framework can then be systematically applied to justify and make the case for or against purchasing software upgrade. A secondary contribution for the paper is to suggest methods for converting factors influencing software upgrades into monetary values so to be able to plug values in the proposed framework. To achieve both objectives, the paper articulates the factors that stand for and against the purchase of technology upgrade. It then suggests ways convert these factors into monetary values. The final contribution of the paper is the introduction of the framework that is developed along the CBA model so it can be used when discussing investing in software upgrade.
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Introduction
In an environment of continuous change, organizations are faced with the challenge of deciding when to invest in information technology upgrades. While investing frequently is costly and at times risky, waiting too long can lead to lost competitiveness. Further, investing at a given time can preclude a firm from taking advantage of better technologies in the future (Mukherji et al, 2006, p. 1684).

Software upgrades are numerous and at times they are costly. Not a day passes by without hearing about the release of a new version of software of some type or another. These releases are most likely accompanied by numerous promises for
better performance of the new version of the software over the older version and the new opportunities that the new release offers. While some of these promises are true and may be beneficial, but the frequency of releasing the upgrades may make paying for these expenses difficult to justify. Moreover, the advantages from these new versions are hard to recognize which add to the difficulty of justifying investing in software upgrade (Goldsborough, 2003, . Goldsborough, 2009, Ngwenyama et. al 2007)

The benefits generated from Information Technology (IT) investments are often hard to recognize. Davis, Dehning and Stratopoulas (2002) noted “There is a belief that the payoffs from investments in information technology (IT) are difficult to recognize, and therefore a sustained competitive advantage from an IT-enabled strategy is difficult to distinguish from a temporary competitive advantage” (p. 705). For the reason of this difficulty, IT managers may have to put extra efforts to justify or explain the feasibility of investing in new IT upgrades.

Economists and financial analysts often use different models in order to make the case for the feasibility of certain investments or when selecting among alternative investment options. They use measures such as Return on Investment (ROI), Net present value (NP) or Internal Rate of Return (IRR) to show the feasibility (or lack of it) of certain projects or when comparing among alternative projects. However, analysts in the information technology (IT) field contend that such models may not be directly applicable to IT expenses (Bhatt et al, 2010, Dehning, 2002, Davis & Stratopoulos, 2003). In other words, the return from IT expenses is not easy to measure which make it more difficult to use ROI or similar models for IT expenses.

This paper suggests using a model to make the case to invest in software upgrade. It provides a framework for using the Cost-Benefit Analysis (or CBA) model for making the case for investing in such upgrade. The paper creates a framework to make it possible for IT managers to use the CBA model to identify the costs associated with software upgrade along with their returned benefits. The framework intends to help with determining the feasibility (or lack of it) of paying for software upgrade. Although the model may be used all by IT managers in general, but the emphasis of this paper is on using the model at academic institutions in general and colleges and universities in particular.

**Study Plan**

This paper aims at creating a framework where it makes it possible to use Cost-Benefit Analysis model in making the case to invest in software upgrade. The paper introduces the factors of software upgrade where they are applicable for inclusion in the CBA model. To achieve creating the framework, the paper is going to proceed in the following order:

- It starts by explaining about the economic model of “Cost-Benefit Analysis” to shed light on their application and the advantages that can be gained from their introduction. It also discusses the limitations that make it difficult to use and suggests ways to minimize these limitations.
- It discusses the costs investing with acquiring or paying for software upgrade. Some of these costs are direct purchasing costs, while others are indirect that may result from introducing the software upgrade. The focus of this section will be the costs that will occur at academic institutions in general and college and universities in particular.
- It elaborates on the benefits that result from introducing software upgrade. Some of these benefits come directly from introducing the upgrades. Other benefits are not direct and may result as a cost saving measures from introducing the software upgrade. Similar to the costs, the discussion of benefits will focus on the benefits that software upgrade brings to colleges and universities in particular.
Based on the discussions indicated in the two steps mentioned earlier, a framework or a table is going to be introduced and will list all relevant costs and benefits that may be expected from introducing a new version of software to the organization.

Although the term “framework” is used loosely here to denote systemized approach to using the CBA for studying costs of software upgrade. But in regards to this paper, the framework is meant a skeleton that lists the costs and benefits of software upgrade that enables it to be systematically used for justifying paying for software upgrade.

**About Cost-Benefit Analysis**

The basic premise of CBA is that when considering investing in a project, the assumption is that there is cost(s) associated with the project and there is also potential benefit(s) expected from the project. The CBA notes that by listing, by studying and by analyzing these costs and benefits before making the investment decision would be helpful in many ways. In the least, this kind of study and analysis provide an overall picture regarding the project and it may lead to a better decision making regarding their investment in the project.

To this extent, different definitions and approaches are followed regarding the use of the CBA and their application. CBA has been defined and explained from various perspectives. Levin and McEwan (2001) explained it from the perspective of comparing between alternatives and provided the following definition:

> Cost-Benefit (CB) analysis refers to the evaluation of alternatives according to their costs and benefits when each is measured in monetary terms. Since each alternative is measured in terms of its monetary costs monetary values of its benefits, each alternative can be examined on its own merits to see if it is worthwhile. In selecting from among several alternatives, one would choose that particular one that had the highest benefit-cost ratio (or, conversely, the lowest ratio of costs to benefits) (p. 14).

Adler and Posner (2006) tackled it from the perspective of one project and whether to take on the project or not and introduced the following definition:

> In simple terms, CBA is a device for converting the utility losses and gains from a project or regulations into dollar values and aggregating. To each person affected by the project (whether good or ill), one can calculate a “compensation variation,” the amount that would make her as well off as she should be in the status quo – based on her actual preferences. If the sum of compensation variations is positive, the project is approved; otherwise, it is rejected. (p. 13).

In terms of advantages and limitations of using this model, advocate of using the CBA note the benefits of their use in the planning phase of the project and suggest that it potentially brings the following advantages:

- It works as a persuasion tool; it helps in persuading managers, investors and stockholders for the viability of the investment (Mishan, 2007).
- It works as a planning tool, it helps to identify the resources needed for the project or alternatives under consideration (Kingma, 2001).
- It works to create ideas for future subsequent projects that result for similar investment (Emile, 2011).

At the same time, using the CBA has limitations as well. The most common limitation is that in most cases, the CBA compares costs and returns in terms of monetary values (Levin and McEwan, 2001, Brent, 2011). In other words, in order to be able to use the CBA for evaluating an in-
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Investment in projects, the costs and benefits need to be converted to monetary values (dollar or something similar). Then all the costs and benefits are totaled and aggregated, the difference between the costs and benefits is what determines if these is expected benefit (a net gain) or a cost (net loss) from the project(s). If alternatives are discussed in the applications of the CBA, then it can rank each alternative in terms of their expected net gain or expected net loss. So the key for using the CBA is first to quantify the costs and benefits and second assign monetary value to each anticipate cost or benefit.

The return from IT expenses or investments are often difficult to quantify or to assign a monetary value to them. For example, what will be the return value of the purchasing X number of computers for data entry clerk. Answers to these questions are not calculated easily. But all analyses of other expenses and investments are dependent on quantities being expressed in terms of the expected benefits. By not quantifying the expected gains from technology upgrade, this may put the proposals at a disadvantage.

The author of this paper is cognizant of these limitations, thus will attempt to provide general description and some suggestions for quantifying each of the associated costs and returned benefits. But the general approach that will be followed in this paper is to start by listing a skeleton table to start an empty framework. Then each item will be added to the framework as the discussion proceeds in regard to the costs and benefits associated with investing in software upgrade. Within the discussion, the paper will provide suggestions for quantifying or calculating each of the costs and benefits being discussed. Figure 1 below shows the table and how each item is going to be added to the table.

<table>
<thead>
<tr>
<th>Costs</th>
<th>Benefits/Cost Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cost 1 introduced here</td>
<td>Benefit 1 introduced here</td>
</tr>
<tr>
<td>Cost 2 introduced here</td>
<td>Benefit 2 introduced here</td>
</tr>
<tr>
<td>Cost 3 introduced here</td>
<td>Benefit 3 introduced here</td>
</tr>
</tbody>
</table>

**Figure 1 – Initial Framework for Cost Benefit Analysis**

**Software Upgrades - Costs**

It is often thought that the cost of software updates is limited to the purchasing cost or just paying for licenses or similar fees. However, the cost of software upgrade often extend beyond this, it may cover a wider range of expenses, some of which are directly calculated while others are combined with other costs. Notess (2008) for example, reported that introducing new software upgrade brings many challenges that included the additional cost that the organization is required to pay for, the challenge of learning/relearning the new version of the software, and additional administrative procedures associated with introducing the new software. Stocker and Dugan (2003) explained that the beginning phases of introducing new software are often accompanied by problems that minimize the working of the organization, thus incurring more cost as a result of the upgrade. The remainder of this section elaborates on the different costs that are associated with introducing software upgrade to some organizations.
**Purchase Cost**

The initial cost of purchasing or paying for software upgrade is probably easier to quantify and their exact figures may be directly calculated. These figures can come from licenses written, contracts signed, purchase orders issued or any similar documents that may be used to purchase or pay for software upgrade (Parsons, 2010). But the purchase cost may go beyond this direct purchase calculation. It may include such costs as installations, troubleshooting, security, patches and any additional costs. In other words, at the time of planning the cost of the purchase, additional support cost may need to be taken into consideration in order to plan ahead and to avoid waste on software upgrade.

Reports of the waste cost on software purchases are numerous and it may work against future justification for software upgrade. Hopkins and Kessler (2002) reported that U.S. Companies threw away $130 billion in the past two years on unneeded software and other technology. The same study found out that of 25 years of tech spending worldwide, companies waste as much as 20% of the of the $2.7 billion spent annually on technological upgrades. A 2004 Standish Group study reports that 71% of these IT projects did not meet top management’s expectations (The Standish Group, 2004).

Academic departments may have numerous software installations. A particular software when purchased in a given college or university may need to be installed multiple times. Thus the cost of software is often not limited to one license or a few licenses; instead it has to be purchased to cover the labs and the faculty/staff that use it (Arteaga and Lucas, 2005). Additional administrative cost may need to be taken into consideration as well.

In terms of quantifying these expenses, different approaches may be applied. The purchasing cost can be calculated based on actual purchase documents. Any additional cost can be added similar way. In regards to the cost of support, most often colleges and universities have technical support department. Brotherson (2000) suggested different approach for estimating the cost of support. The approach charges each other departments according to the type of support provided. For example, desktop support is charged differently than security support and different than installations support. Each is charged separately according to a table provided for this purpose. A similar approach may need to be followed in terms of estimating the cost of support when contemplating software upgrade.

**Cost of Learning New Software**

New versions of software bring different changes over the older versions. They may have different interface, they may also follow different approach to complete similar tasks. In short, software upgrade may bring different new items that are needed to be learned (or relearned). This learning process takes time. During the time of learning (or re-learning), individuals may experience a slowdown in their work. All of this is termed as “learning curve” and it has initial cost associated with it. Rastogi (2009) explained about learning curve in the following:

> If some activity or work operation is done repeatedly, the time required for its completion declines gradually. The rate of decline is regular. It represents the result of experience or learning or progress. The graphical relationship between the time per unit (activity/Operation/Product) and the cumulative quantity, represented along X, Y and Z axes respectively, is termed experience or learning or progress curve. Learning curves for production show that as the quantity of units manufactured doubles, the number of direct labor hours required for producing one unit decreases at a uniform rate. The curves vary by product and sector but all of them show the effect of accumulating experience on cost reduction. (p. 45)
In production and manufacturing environments, learning curve has to be dealt with in times of production schedules, time entries and adjustment to working hours. In academic environment and in terms of instruction, the learning curve may have to be dealt with differently. It is dealt with in terms of preparation time, lessons planned, textbooks used, evaluation adopted and different methods used in the classroom.

There are various approaches to deal with the learning curve in order to minimize the time for this learning for the purpose of learning (or re-learning) about software upgrade. This can be dealt with through formal training, informal training or will be left for self-training (or self-learning). The cost of each approach can be calculated separately. Formal training is followed by attending official training classes or sessions and their cost can be calculated based on what is paid. Informal training can be provided by either having a support individual which may be paid for leading the organization to learn about the software. This cost can be estimated or allocated based on past experiences or based on some other comparative studies. The self-training or self-learning is where the individual learn about the new software on his/her own. During the learning curve, he/she may experience slowdown in other activities that is assigned to them. This slowdown is considered a cost to the organization and may need to be accounted for. Estimating the time that it takes for the learning curve may be one method that deals with quantifying such cost of the learning curve.

**Additional Software/Hardware Cost**

In some instances, the introduction of new software requires purchasing new and more advanced hardware. In other cases, the new software may not require the organization to purchase new hardware. The decision of new hardware is dependent on the minimum requirements of the new software. If the existing hardware meets the minimum requirements of the new software, this will be less of an issue. On the other hand, even if the current hardware meets the minimum requirements, in some cases the new software may slow down or affect performance of the existing hardware.

In terms of compatibility with software, most of the new software is compatible with the older version (termed backward compatibility). In other words, documents saved under older version will work in the same way under the new version of the software. However, the new version of the software may affect other installed software and it may create conflicts with other existing software. This in turn creates additional cost in terms of time spent to locate and fix the incompatibility resulted from introducing the new software.

The issue of incompatibility with existing hardware/software is crucial to different departments at colleges and universities. One particular issue is that at colleges and universities is that faculty teach at computer labs that are specific for teaching but there also general public labs that are available to the students. The teaching labs may often be limited to one department but the general public labs are open to students enrolled in all departments. Given the different departments involved in any given lab, this may create multitude of software installations and may cause conflicts among the installed software (Ali 2011).

The incompatibility among software may not be experienced immediately after the installations of the software as there may be delayed effect that may appear as a result of certain condition or certain requirement that may cause the software to malfunction. Thus, the result of this incompatibility may take an extended period to show up.

The cost of additional requirements of hardware and software may be calculated based on the minimum requirements of the new software. Software vendors often release specifications for the minimum requirements for the software in order to function. They also release requirements for
optimal performance. The choice of performance of software can be calculated in both ways, it can by comparing the existing software/hardware with what is required.

In terms of support, fixes, patches and incompatibility, this may have to be estimated as well. Past experience may help in estimating the time required for solving the incompatibility issues and making the new software works at ultimate capacity. So this can be calculated and presented as well.

**Software Upgrades - Benefits**

Upgrades are a part of computing life. Few programs from a decade ago run well on modern computers and new features are offered as an enticement to upgrade. The IT economy revolves around the frequent-update. Is your computer slowing down? Buy a new one. Is your monitor too bulky? Move to a flat screen. Do you need to do your taxes? Shell out a new program every year. In general, software updates come out every few years, promising new features that are designed to make the program easier to use – and to get consumers to buy the upgrades.

…..For the new technophile, upgrades can be exciting for their potential new features, and the challenge of learning new tools is incentive to upgrade (Notess, 2008, P. 42).

Software vendors frequently provide new versions of their software and send them to the market. These new releases often hold promises of better features, improved functionality and enhanced appearance (Goldsborough, 2009; Paine, 2000; Irani, et. al, 1997). These kind of promises put pressure on different organizations to upgrade their software. Such upgrades are becoming increasingly necessarily to the survival of many IT organizations.

Goldsborough (2003) noted that adopting additional software can bring the following advantages to the organization: New features, enhanced speed, improvement of the competitive advantage of the organization and increase productivity. Paine (2000) acknowledged the challenges associated with software upgrade but noted that such upgrades have the potentials of improving business operations expenses and data throughput.

Most studies acknowledge that there are benefits associated with upgrading software to newer versions, but the details of these benefits remained unclear. The remainder of this section details some of the potential benefits that can be brought to the organization from upgrading software. It also suggests ways to quantify these benefits so to present them in the framework that will be presented at a later section. The benefits can be calculated either in form of direct benefits that are brought to the organization or they can come in forms of cost reduction.

**New Features**

Software upgrades always bring new features (Albright, 2008; Goldsborough, 2003; Goldsborough, 2009; Hicks & Nettles, 2006). These may include simple changes to existing features or add new features that extend the use of the software to other areas. For example, word processing software may include new features that allow for a wider range of image and media editing. This may allow the use of the same word processing software to other areas like image editing, brochure and media preparation.

In most cases, academic institutions are supposed to be training students for the job market. Although there are various theories on the purpose and goal of academia, but the preparedness for the job market is a prime and common goal among most. The new features of software upgrades bring opportunities to the marketplace, as some of these new features create opportunities for those who were trained on them.
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There is a general notion that when a major software company (like Microsoft, Adobe, Oracle or others) releases a new version of the software, that the market moves toward the new version. Thus, more companies are going to switch to the new version and they will be in need to hire new people who are trained on the new version of the software. This creates what is termed as “scarcity of talents” or a vacuum in the supply of graduates who are trained on the new version of the software. For example, when Microsoft updated their Visual Studio version 6 (VS6) to Visual Studio .NET (VS .NET), this created a scarcity of talents and demand for people who are trained on the .NET platform (Ali and Wood, 2004). In this case, the programs that moved first from VS 6 to VS .NET, were able to fill this gap and their students were able to find jobs in this new platform.

The benefits of the new features provided by the new software can be calculated in different ways. It can be computed based on the jobs that it potentially provides for their students. It can also be calculated in terms additional opportunities that the new features provide for the students. The new features may help in reducing cost in some cases. For example, it may take a software version a longer time for editing video and may needed additional equipment. If the newer of the software is able to complete the same task without the equipment, purchasing of the new software will help in reducing the cost of the new equipment.

**Enhanced Speed**

Speed of the software often gets faster with new versions. This can always be considered as a benefit in terms of functionality and performance. In other words, giving all other conditions equal, a person with a higher speed of the software is able to complete the same task in less time. This in turn leads to enhanced productivity; improved performance and reduced frustration over delays at work (Mehra & Seidman, 2006; Paine, 2000).

Speed of processing in terms of software introduction is crucial to teaching in academic institution and their work. Speed of the technology is considered essential when taking into consideration the number of students, faculty, staff and administrators working on the technology at the same time. Enhancing the speed of one piece of software on one computer may benefit multiple faculty, multiple students, and different departments. The same computer in one lab may be used by different faculty and is accessed by different students. This in turn creates a chained benefit to all involved.

The enhanced speed may lead to reduction of cost. By having a faster software, faculty may have to spend less time working on the software, they may be able to free their time and spend more time on advising, publishing or other administrative activities. By doing so, the department may be able to reduce these costs. The benefit (or cost reduction) of the new software can be estimated based on the number of hours (minutes, days) that can be saved from introducing the new software with the higher speed. Although calculating speed of completing tasks may be complicated by other factors, but reduction of software processing speed helps decrease the overall time required to complete tasks and thus provide benefit to the organization.

**Competitive Advantage**

The definition of competitive advantage as it is used here means performing business activities better than the competition. Superiority established by a comparing a company’s performance to major competitors in the same industry. Thus competitive advantage is synonymous with the superior performance. Differences in how companies perform strategic activities or differences in which strategic activities they choose to perform are the basic of competitive advantage (Davis, Dehning and Stratopolus,2002, P. 706).
There are different factors that contribute to the competitiveness of an organization. Among these include productivity, planning, financial position and others. Among these also is technology. Yes technology contributes to competitive advantage of the organization (Rastogi, 2009, Zhang and Lado, 2001).

Davis, Dehning and Stratopoulos (2003) suggested that technology enhances competitive advantage of the organizations in three ways: By reducing the overall cost of operations, by enhancing the process at which tasks are completed and by introducing new opportunities for operations. Thus, it is considered that an organization with more superior technology to have more competitive advantage over others with less superior technology given everything else equal (Scherer, 1999, Bhatt et al, 2010).

In regards to academic institutions, there are different factors that contribute to competitive advantage. One of them is superior technology. Given the same analogy that was mentioned earlier, a college with more recent technology has more competitive advantage than another with less recent technology. An academic program with superior technology is able to fulfill the latest demand of the better than others with older technology.

Having said that, the issue is how to quantify and measure competitive advantage. In financial institutions, there are various reports that indicate the position of the organization in the marketplace. At academic institutions, the competitive advantage may be measured in terms of students accepted, program offered, accreditation gained. The best contribution that new technology brings to the department is through admitting more students into their programs. Thus the program may be able to estimate the number of new students that will be brought to the program as a result of introducing the new software.

**The Framework for Cost Benefit Analysis**

After completing the discussion of the different costs associated with introducing software upgrade and then the various benefits they potential bring, it is time to introduce the framework that this study intended to develop. Table 1 below shows the framework for making the case for software upgrade. In the first column, the associated costs are listed along with a bullet point for each sub item. Then, the second column shows the benefits gained from software upgrade, these are grouped under three categories and each has sub categories. It is useful to say that the benefits can be seen in terms of actual benefits or it can be seen from actual cost reduction.

**Table 1- A Framework for Cost Benefit Analysis and Software Upgrade**

<table>
<thead>
<tr>
<th>Costs</th>
<th>Benefits/Cost Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>Purchasing Cost</td>
<td></td>
</tr>
<tr>
<td>• License cost</td>
<td>• Immediate opportunity benefits</td>
</tr>
<tr>
<td>• Installation/troubleshooting costs</td>
<td>• Future potential benefits</td>
</tr>
<tr>
<td>• Support cost</td>
<td>• Vacant of talents</td>
</tr>
<tr>
<td>Cost of Learning New Software</td>
<td></td>
</tr>
<tr>
<td>• Formal training cost</td>
<td>• Time saving of workers</td>
</tr>
<tr>
<td>• Informal training cost</td>
<td>• Increase of handling other jobs</td>
</tr>
<tr>
<td>• Self-training cost</td>
<td></td>
</tr>
</tbody>
</table>
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<table>
<thead>
<tr>
<th>Costs</th>
<th>Benefits/Cost Saving</th>
</tr>
</thead>
<tbody>
<tr>
<td>Additional hardware/software cost</td>
<td>Competitive advantage</td>
</tr>
<tr>
<td>• Additional required hardware</td>
<td>• Reduce operational costs</td>
</tr>
<tr>
<td>• Additional required software</td>
<td>• Enhancing process</td>
</tr>
<tr>
<td>• Reaching optimal performance</td>
<td>• Introducing new opportunities</td>
</tr>
</tbody>
</table>
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